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Lab 3 Report

**Objectives:**

In this lab, we modified our operating system (OS) to use a priority scheduler and blocking semaphores. Having a priority scheduler instead of round-robin allows us to give precedence to I/O bound tasks. Blocking semaphores reduce time wasted polling a semaphore. This lab also asked us to introduce a second periodic task with configurable priority. However, our OS already supported this. We also added more powerful logging and profiling measures and corresponding shell commands to help us debug and measure the OS. Additionally, we added an interrupt for the Down button which has the same functionality as the previously implemented Select button to run a user-specified thread.

**Software Design:**

*Jitter measurement program:*

int main(void)

{

Init\_Everything();

//\*\*\*\*\*\*\*\*initialize communication channels

OS\_MailBox\_Init();

OS\_Fifo\_Init(32);

NumCreated = 0;

NumSamples = 0;

// MaxJitter = 0; // OS\_Time in 20ns units

// MinJitter = 10000000;

#if PROFILING

// intialize port b pins as specified by PINS mask

// for digital output for use in profiling threads

SYSCTL\_RCGC2\_R |= SYSCTL\_RCGC2\_GPIOB;

delay = SYSCTL\_RCGC2\_R;

GPIO\_PORTB\_DIR\_R |= PINS;

GPIO\_PORTB\_DEN\_R |= PINS;

GPIO\_PORTB\_DATA\_R &= ~PINS;

#endif

// testing/debugging stuff

DASPeriodicID = OS\_Add\_Periodic\_Thread(&DAS,2,1); // .5 kHz real time sampling (breaks project currently)

// OS\_AddButtonTask(&dummyButtonTask, 1);

OS\_AddButtonTask(&ButtonPush, 1);

OS\_AddDownTask(&dummyDownTask, 1);

NumCreated += OS\_AddThread(&jerkTask, 0, 6);

NumCreated += OS\_AddThread(&dummyTask3, 0, 7);

NumCreated += OS\_AddThread(&dummyTask1, 0, 2);

NumCreated += OS\_AddThread(&PID, 0, 3);

NumCreated += OS\_AddThread(&dummyTask2, 0, 2);

NumCreated += OS\_AddThread(&Consumer, 128, 3);

NumCreated += OS\_AddThread(&SH\_Shell, 0, 3);

OS\_Launch(TIMESLICE);

/\* Loop indefinitely \*/

while(1);

}

*Blocking semaphore test program:*

int main(void)

{

Init\_Everything();

//\*\*\*\*\*\*\*\*initialize communication channels

OS\_MailBox\_Init();

OS\_Fifo\_Init(32);

NumCreated = 0;

NumSamples = 0;

MaxJitter = 0; // OS\_Time in 20ns units

MinJitter = 10000000;

#if PROFILING

// intialize port b pins as specified by PINS mask

// for digital output for use in profiling threads

SYSCTL\_RCGC2\_R |= SYSCTL\_RCGC2\_GPIOB;

delay = SYSCTL\_RCGC2\_R;

GPIO\_PORTB\_DIR\_R |= PINS;

GPIO\_PORTB\_DEN\_R |= PINS;

GPIO\_PORTB\_DATA\_R &= ~PINS;

#endif

// testing/debugging stuff

OS\_Add\_Periodic\_Thread(&DAS,2,1); // .5 kHz real time sampling (breaks project currently)

// OS\_AddButtonTask(&dummyButtonTask, 1);

OS\_AddButtonTask(&ButtonPush, 1);

OS\_AddDownTask(&dummyDownTask, 1);

NumCreated += OS\_AddThread(&jerkTask, 0, 6);

NumCreated += OS\_AddThread(&dummyTask3, 0, 7);

NumCreated += OS\_AddThread(&dummyTask1, 0, 2);

NumCreated += OS\_AddThread(&PID, 0, 3);

NumCreated += OS\_AddThread(&dummyTask2, 0, 2);

NumCreated += OS\_AddThread(&Consumer, 128, 3);

NumCreated += OS\_AddThread(&SH\_Shell, 0, 3);

OS\_Launch(TIMESLICE);

/\* Loop indefinitely \*/

while(1);

}

*Blocking/priority functions:*

// block the currently running thread on a semaphore by setting its blocked flag to true

// and adding it to that semaphore's fifo

void OS\_BlockThread(OS\_SemaphoreType \*s) {

\_TCB \*thread = \_RunPt;

thread->block = 1;

// semaphore fifo guaranteed to have room

s->blockedThreads[s->PutIndex] = thread;

s->PutIndex = (s->PutIndex + 1) & (\_OS\_MAX\_THREADS - 1);

OS\_Suspend();

OS\_Delay(OS\_ARBITRARY\_DELAY);

}

// wake up 1 thread from the semaphore's fifo if there are any waiting

void OS\_WakeThread(OS\_SemaphoreType \*s) {

if(s->PutIndex != s->GetIndex) {

s->blockedThreads[s->GetIndex]->block = 0; // wake up thread

s->GetIndex = (s->GetIndex + 1) & (\_OS\_MAX\_THREADS - 1);

}

}

// wake up all threads blocked on a semaphore

void OS\_WakeAllThreads(OS\_SemaphoreType \*s) {

while(s->GetIndex != s->PutIndex) {

OS\_WakeThread(s);

}

}

// during a context switch, index \_RunPt to the first non-sleeping/blocked thread

void OS\_FindNextThread(void)

{

\_TCB \*temp, \*head;

// if last thread did not kill itself, remove it and re-insert it into proper position in LL

if(\_RunPt != NULL) {

\_RunPt->priority = \_RunPt->base\_priority; // reset priority

\_RunPt->run = 1; // mark as having executed

\_OS\_RemoveFromLL(\_RunPt);

\_OS\_InsertThread(\_RunPt);

}

// find the next thread to execute

temp = \_TCBHead;

// starting with highest priority, index forward to the first non-blocked,

// non-sleeping thread

while((temp->next != NULL) && (temp->block || temp->sleep))

temp = temp->next;

if(temp != NULL) {

\_RunPt = temp;

}

else {

// TODO - add an OS\_IllegalState handler?

}

}

// increment priority of threads that haven't run after NUM\_THREADS context switches

void OS\_IncPriority(void)

{

\_TCB \*temp = \_TCBHead;

static int num = 0;

if(++num % \_OS\_MAX\_THREADS)

return;

while(temp != NULL)

{

if(!temp->run && temp->priority > 0) {

temp->priority--;

// remove and re-insert incase chaning priority changed its position in LL

\_OS\_RemoveFromLL(temp);

\_OS\_InsertThread(temp);

}

else {

// reset run flag for next round

temp->run = 0;

}

temp = temp->next;

}

}

// Insert a thread into it's proper position in the LL

// either because it's priority has changed or it has run

// assume that thread is not currently in the LL

// much easier if LL is doubly linked

void \_OS\_InsertThread(\_TCB\* thread) {

\_TCB \*temp = \_TCBHead;

// find correct position in LL

if(temp == NULL) {

// LL is currently empty

\_TCBHead = thread;

thread->next = thread->prev = NULL;

}

else if(thread->priority < temp->priority) {

// higher priority than the head so put at beginning of LL

thread->next = temp;

temp->prev = thread;

thread->prev = NULL;

\_TCBHead = thread;

}

else {

// this thread should become the last of its priority

while((temp->next != NULL) && (temp->next->priority <= thread->priority)) {

temp = temp->next;

}

// place between temp and temp->next

thread->next = temp->next;

thread->prev = temp;

if(temp->next != NULL) {

// test in case adding at end of LL

temp->next->prev = thread;

}

temp->next = thread;

}

}

// remove a thread from the LL

void \_OS\_RemoveFromLL(\_TCB \*thread) {

if(\_TCBHead == thread) {

// make thread->next the new head

\_TCBHead = thread->next;

\_TCBHead->prev = NULL;

}

else {

thread->prev->next = thread->next;

thread->next->prev = thread->prev;

}

}

; void OS\_bWait(OS\_SemaphoreType\* s)

; acquire binary semaphore s

OS\_bWait

; decrement the number of permits

LDREX R1, [R0] ; R1 = value of \*s (num permits)

SUBS R1, #1 ; R1--, set condition codes

STREX R2, R1, [R0] ; loaded a non-zero value, so attempt to decrement and store

CMP R2, #0

BNE OS\_bWait ; repeat until successful decrement

CMP R1, #0 ; if R1 >= 0, then have successfully acquired semaphore so can return

IT PL

BXPL LR

; block thread

PUSH {LR}

BL.W OS\_BlockThread

POP {LR}

BX LR

; void OS\_bSignal(OS\_SemaphoreType\* s)

; release binary semaphore s

OS\_bSignal

; increment number of permits

LDREX R1, [R0]

ADD R1, R1, #1

STREX R2, R1, [R0]

CMP R2, #0

BNE OS\_bSignal ; repeat until successful increment

PUSH {LR}

CMP R1, #0

IT LE ; if R1 <= 0, need to wake up a blocked thread

BLLE OS\_WakeThread

POP {LR}

BX LR

; void OS\_Signal(OS\_SemaphoreType\* s)

; release a permit from semaphore s

; by incrementing value

OS\_Signal

; increment number of permits

LDREX R1, [R0]

ADD R1, R1, #1

STREX R2, R1, [R0]

CMP R2, #0

BNE OS\_Signal ; repeat until successful increment

PUSH {LR}

CMP R1, #0

IT LE ; if R1 <= 0, need to wake up a blocked thread

BLLE OS\_WakeThread

POP {LR}

BX LR

; void OS\_Wait(OS\_SemaphoreType\* s)

; acquire a permit from semaphore s

; by decrementing value if greater than zero

OS\_Wait

; decrement the number of permits

LDREX R1, [R0] ; R1 = value of \*s (num permits)

SUBS R1, #1 ; R1--, set condition codes

STREX R2, R1, [R0] ; loaded a non-zero value, so attempt to decrement and store

CMP R2, #0

BNE OS\_Wait ; repeat until successful decrement

CMP R1, #0 ; if R1 >= 0, then have successfully acquired semaphore so can return

IT PL

BXPL LR

; block thread

PUSH {LR}

BL.W OS\_BlockThread

POP {LR}

BX LR

**Measurement Data:**

![](data:image/png;base64,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)![](data:image/png;base64,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)

Task A period (ms): 1 2 4

Task A execution Time(us): 5 50 500

Task B period (ms): 2 2 2

Task B execution Time(us): 250 250 250

MinJitter (A): -99 -187 -18

MaxJitter (A): 119 328 199

MinJitter (B): -130 -82 -132

MaxJitter (B): 271 170 273

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Spinlock/Round Robin | | | | | Block/Round Robin | | | Block/Priority | | |
| Fifo Size | Tslice (ms) | Data Lost | Jitter (us) | PID Work | Data Lost | Jitter (us) | PID Work | Data Lost | Jitter (us) | PID Work |
| 4 | 2 | 2993 | 8 | 2226 | 2893 | 6 | 2257 | 11 | 8 | 4539 |
| 8 | 2 | 0 | 8 | 2221 | 0 | 6 | 2252 | 0 | 14 | 4538 |
| 32 | 2 | 0 | 8 | 2221 | 0 | 6 | 2252 | 1 | 8 | 4538 |
| 32 | 1 | 0 | 8 | 2208 | 0 | 8 | 2238 | 17 | 14 | 4480 |
| 32 | 10 | 0 | 8 | 2228 | 0 | 6 | 2260 | 9 | 8 | 4580 |

**Analysis and Discussion:**

1. Our implementation would not change for 10 background threads, as our *OS\_AddPeriodicThread* function has supported 10 background threads since Lab 1. To prevent jitter, we interrupt at an interval of *num\_threads* \* *min\_period*. This way, we can stagger the scheduling of each task to avoid any task having to wait for another, as long as the periodic tasks do not take long to execute. Given that we set the minimum period at 1ms, this means that the hard deadline for a task to finish executing is 100us. Assuming no foreground tasks running, 10 tasks each taking 99us to execute would not affect the jitter of our system. However, most background tasks do not take this long to execute, so they do not adversely affect the foreground threads or other background tasks.
2. Currently in our OS, each semaphore object has data statically allocated for a queue of (pointers to) threads blocked on that semaphore. This queue needs to be large enough to support all foreground threads being blocked on any single semaphore. This would be much more expensive in terms of memory if there were 100 foreground threads. We could address this by changing there to be a single queue shared by all semaphores.
3. If there were 100 foreground threads, indexing through each thread in the linked list would take much longer, and we would not want to do so in the PendSV handler like we do now. Currently, we age threads which have not run once every *NUM\_THREADS* iterations of the PendSV handler. If there are 100 threads, this might slow the handler more than desired, giving each thread less time to execute than is optimal. To avoid this, we would set Timer2B to do the task of aging every so often. We could have created a periodic task in Timer2A for this, but given that we have to worry about jitter there, it would be better to assign this to another timer altogether.
4. If all threads are blocked or sleeping (the scheduler doesn’t make a distinction when looking for the next thread to run), the system will run a default thread added by the OS that that has the lowest priority and just calls *OS\_Suspend* in a loop.
5. Our OS would crash if one of the foreground threads returned. There would be a stack underflow as there would be no address pushed onto the stack underneath for the PC to return to. There would be a value stored here, however, as the stack is statically located inside of the TCB structure. The PC would attempt to load the instruction at this location, but it would most likely not hold a valid instruction. This would then cause a hard fault. In this case, the OS should be able to detect a stack underflow and perform an *OS\_Kill* on the thread in question. The system would then select the next thread to run.
6. An advantage of spin-lock semaphores is that they are simple to implement and require less overhead in terms of memory. Blocking semaphores reduce time spent polling a value that can’t change until either an interrupt or another thread signals the semaphore.
7. Each event in this case is independent. As there are m equally likely places to interrupt, each interrupt has a chance of interrupting in a location *x*. After *n* trials, the probability that *x* has been interrupted at is. Then, we see that the probability that *x* has never been selected is simply. Let *M* be the set of *m* locations. To compute the probability that all locations in *M* have been interrupted at least once, we first examine the probability that any location in *M* has been interrupted. The probability that any two locations are selected is the same, so for each location, the probability is the same. Therefore, the overall probability is